**UNIVERSIDADE DO ESTADO DE MINAS GERAIS-UEMG**

**NÚCLEO ACADÊMICO DE TECNOLOGIA E ENGENHARIA**

**CURSO DE BACHARELADO EM SISTEMAS DE INFORMAÇÃO**

**Engenharia de Software II**

***PRINCÍPIOS SOLID E PADRÕES DE PROJETO***

**Equipe**

Anderson Veloso dos Santos

Guilherme Reis Ferreira

Junior César da Silva

Maria Andressa de Paula Silva

Rafael de Oliveira Romano

Ricardo Botelho Mariano

**PASSOS/MG**

**2016**

**Princípios SOLID**

SOLID é um acrônimo dos cinco primeiros princípios da programação orientada a objetos. Devem ser aplicados para se obter os benefícios da orientação a objetos, tais como ser fácil de se manter, adaptar e se ajustar às alterações de escopo; ser testável e de fácil entendimento; ser extensível para alterações com o menor esforço necessário; que forneça o máximo de reaproveitamento e que permaneça o máximo de tempo possível em utilização. São eles:

|  |  |  |
| --- | --- | --- |
| Letra | Sigla | Nome |
| S | SRP | Princípio da Responsabilidade Única |
| O | OCP | Princípio Aberto-Fechado |
| L | LSP | Princípio da Substituição de Liskov |
| I | ISP | Princípio da Segregação da Interface |
| D | DIP | Princípio da Inversão da Dependência |

1. **SRP (Single Responsibility Principle)**

**Princípio da Responsabilidade Única.**

Este é o primeiro princípio, onde diz que uma classe deve ter apenas um motivo para ser modificada. Sendo assim, a classe deve ter uma única responsabilidade, já que a responsabilidade indica mudança. Uma classe com mais de um motivo para mudar possui mais de uma responsabilidade, e isso indica que ela não é coesa o que afronta os princípios da orientação a objeto.

Quando utilizado, podemos observar várias vantagens, tais como: coesão, facilidade de manutenção e compreensão, facilidade em reuso, alteração da responsabilidade não gera comprometimento em outras já que a classe possui uma única responsabilidade, não há acoplamento. O SRP é um dos mais importantes na orientação a objetos e com ele é possível projetar classes menores, mais coesas e de fácil entendimento.

1. **OCP (Open Closed Principle)**

**Princípio do Aberto Fechado.**

O OCP é mais um daqueles princípios de orientação a objetos que nos ajudam a eliminar design smells, possibilitando que nosso código ganhe em facilidade de manutenção e extensão.

DEFINIÇÃO:

“Entidades de software (classes, módulos, funções, etc.) devem ser abertas para extensão, mas fechadas para modificação. ”

Quando eu precisar estender o comportamento de um código, eu crio código novo ao invés de alterar o código existente. E como isso é possível? Como adicionar comportamentos novos sem alterar o código existente? Isso mesmo: ABSTRAÇÃO!

Quando uma mudança causa uma série de mudanças em cascata, fica claro que nosso design não está bom pois, além de mais trabalho para alterarmos, ainda podemos nos esquecer de algumas partes do código.

O Princípio do Aberto/Fechado nos atenta para a aplicação de abstrações e polimorfismo, de forma consciente, garantindo que tenhamos um software mais flexível e, portanto, mais fácil de ser mantido.

1. **LSP (Liskov Substitution Principle)**

**Princípio de Substituição de Liskov**

O Princípio de Substituição de Liskov leva esse nome por ter sido criado por Barbara Liskov, em 1988. Sua definição mais usada diz que: “Classes derivadas devem poder ser substituídas por suas classes base”. “Se para cada objeto o1 do tipo S há um objeto o2 do tipo T de forma que, para todos os programas P definidos em termos de T, o comportamento de P é inalterado quando o1 é substituído por o2 então S é um subtipo de T”.

Violar o LSP pode provocar comportamentos inesperados no software por suposições equivocadas quando ao funcionamento das classes derivadas de uma hierarquia de classes. Além disso, sua violação pode implicar em uma violação no OCP, causando todos os demais problemas consequentes desta.

Ao atender o Princípio de Substituição de Liskov (LSP), ou seja, ao garantir que as classes derivadas sejam completamente substituíveis por suas classes-base, todo código que utilizar a classe base será capaz de atender o OCP, facilitando a manutenção e extensão do software, além de ser um código mais seguro, livre de mau funcionamento como o mostrado no exemplo do quadrado. Resumindo: é importante prestar atenção na hierarquia de classes, fazer bom uso do polimorfismo e não esquecer que uma relação “É UM” se refere a COMPORTAMENTO.

1. **ISP (Interface Segregation Principle)**

**Princípio da Segregação de Interface**

O Princípio da Segregação de Interface trata da coesão de interfaces e diz que clientes não devem ser forçados a depender de métodos que não usam.

EXEMPLO DE VIOLAÇÃO:

Vejamos a seguinte interface:

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | public interface MembroDeTimeScrum  {      void PriorizarBacklog();      void BlindarTime();      void ImplementarFuncionalidades();  } |

E agora temos as classes Dev, ScrumMaster e ProductOwner implementando a interface MembroDeTimeScrum:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | public class Dev : MembroDeTimeScrum  {      public void PriorizarBacklog() { }      public void BlindarTime() { }        public void ImplementarFuncionalidades()      {          Console.Writeline("Codando e tomando café compulsivamente!!");      }  }    public class ScrumMaster : MembroDeTimeScrum  {      public void PriorizarBacklog() { }        public void BlindarTime()      {          Console.Writeline("Devs working! You shall not pass!!!!");      }        public void ImplementarFuncionalidades() { }  }    public class ProductOwner : MembroDeTimeScrum  {      public void PriorizarBacklog()      {          Console.Writeline("Priorizando backlog com base nas minhas nessecidades  de negócio");      }        public void BlindarTime() { }      public void ImplementarFuncionalidades() { }  } |

Ao criarmos uma interface genérica demais, acabamos fazendo com que uma implementação, no caso Dev, não utilize certos métodos da interface. É o que acontece com os métodos PriorizarBacklog e BlindarTime, que não fazem nada, pois não são atribuições de um Dev e sim do ProductOwner e do ScrumMaster, respectivamente.

PROBLEMAS:

Suponhamos que alguma alteração seja necessária no método BlindarTime, que agora precisa receber alguns parâmetros. Dessa forma, somos obrigados a alterar todas implementações de MembroDeTimeScrum – Dev, ScrumMaster e ProductOwner – por causa de uma mudança que deveria afetar apenas a classe ScrumMaster.

Além disso, classes-cliente que dependiam de MembroDeTimeScrum terão que ser recompiladas e se estão em diversos componentes terão que ser redistribuídas. Algumas vezes desnecessariamente, pois nem sequer faziam uso do método BlindarTime!

Outro problema é que a implementação de métodos inúteis (chamados “degenerados”) pode levar à violação do LSP, pois alguém utilizando MembroDeTimeScrum poderia supor o seguinte:

|  |  |
| --- | --- |
| 1  2 | foreach(var membro in membrosDeTimeScrum)      membro.ImplementarFuncionalidades(); |

No entanto, sabemos que apenas Dev executa o comportamento acima. Se a lista tivesse também objetos do tipo ScrumMaster ou ProductOwner, esses objetos não estariam realizando nada, ou pior, poderiam disparar alguma exceção, caso a implementação dos mesmos assim o fizesse.

RESOLVENDO A VIOLAÇÃO DO ISP:

A solução para o exemplo acima seria criamos interfaces mais específicas para que cada classe cliente dependa apenas do que realmente necessita. Por exemplo:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | public interface FuncaoDeScrumMaster  {      void BlindarTime();  }    public class ScrumMaster : FuncaoDeScrumMaster  {      public void BlindarTime()      {          Console.Writeline("Devs working! You shall not pass!!!!");      }  } |

Com a alteração acima, a classe concreta ScrumMaster não precisa mais implementar métodos desnecessários e demais classes que dependiam de MembroDeTimeScrum apenas para utilizar BlindarTime podem agora depender da interface FuncaoDeScrumMaster.

A mesma ideia pode ser aplicada para as funções específicas de Dev e ProductOwner. Assim todos os clientes de MembroDeTimeScrum agora podem depender especificamente das interfaces que utilizam.

CONCLUSÃO:

O Princípio da Segregação de Interface nos alerta quanto à dependência em relação a “interfaces gordas”, forçando que classes concretas implementem métodos desnecessários e causando um acoplamento grande entre todos os clientes.

Ao usarmos interfaces mais específicas, quebramos esse acoplamento entre as classes clientes, além de deixarmos as implementações mais limpas e coesas.

1. **DIP (Dependency Inversion Principle)**

**Princípio da Inversão de Dependência**

Princípio da Inversão de Dependência procura manter o foco da tarefa de design no negócio, deixando este design independente ou desacoplado do componente que vai executar as tarefas de baixo nível que não fazem parte da modelagem do negócio.

Em respeito a este princípio, em vez de desenvolver o componente de baixo nível e a partir dele orientar o desenvolvimento do componente de alto nível, você define como vai ser a interação entre estes componentes (sempre privilegiando as necessidades de design do componente de alto nível), e daí o componente de baixo nível tem que ser desenvolvido respeitando esta definição de interação com o componente de alto nível.

Exemplo do botão e da lâmpada, onde ambas as classes Botao e Lampada são classes concretas:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | public class Botao  {      private Lampada \_lampada;        public void Acionar()      {          if (condicao)              \_lampada.Ligar();      }  } |

O design acima viola o DIP uma vez que Botao depende de uma classe concreta Lampada. Ou seja, Botao conhece detalhes de implementação ao invés de termos identificado uma abstração para o design.

Que abstração seria essa? Botao deve ser capaz de tratar alguma ação e ligar ou desligar algum dispositivo, seja ele qual for: uma lâmpada, um motor, um alarme, etc.

INVERTENDO A DEPENDÊNCIA:

A solução abaixo inverte a dependência de botão para a lâmpada, fazendo com que ambos agora dependam da abstração Dispositivo:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | public class Botao  {      private Dispositivo \_dispositivo;        public void Acionar()      {          if (condicao)              \_dispositivo.Ligar();      }  }    public interface Dispositivo  {      void Ligar();      void Desligar();  }    public class Lampada : Dispositivo  {      public void Ligar()      {          // ligar lampada      }      public void Desligar()      {          // desligar lampada      }  } |

Ilustrando com UML, o que antes era:

![botao-lampada](data:image/png;base64,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)

Passa a ser:

![botao-lampada-inversao](data:image/png;base64,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)

**Padrões de Projeto**

1. **O que são padrões de projeto**

Cada padrão descreve um problema que ocorre repetidamente de novo e de novo em nosso ambiente, e então descreve a parte central da solução para aquele problema de uma forma que você pode usar esta solução um milhão de vezes, sem nunca a implementar duas vezes da mesma forma.

1. **Quando utilizar**

O alvo principal do uso dos padrões de projeto no desenvolvimento de software é o da orientação a objetos. Como os objetos são os elementos chaves em projetos OO, a parte mais difícil do projeto é a decomposição de um sistema em objetos. A tarefa é difícil porque muitos fatores entram em jogo: encapsulamento, granularidade, dependência, flexibilidade, desempenho, evolução, reutilização e assim por diante. Todos influenciam a decomposição, frequentemente de formas conflitantes.

1. **Benefícios**

O uso de padrões de projeto propicia a construção de aplicações e ou estruturas de código de forma flexível e a documentação de soluções reaproveitáveis. Através dos padrões de projeto é possível identificar os pontos comuns entre duas soluções diferentes para um mesmo problema. Conhecer esses pontos comuns nos permite desenvolver soluções cada vez melhores e mais eficientes que podem ser reutilizadas, permitindo, assim, o avanço do conhecimento humano.

Os padrões possibilitam através de uma linguagem clara e concisa, que os projetistas experientes transfiram os seus conhecimentos aos mais novos em um alto nível de abstração e assim facilitam o desenvolvimento e o reaproveitamento de código.

1. **Tipos de Padrões de Projeto**

1- Padrões de Criação (Creational)

Abstract Factory - Um método Factory é um método que fabrica objetos de um tipo particular; Um objeto Factory é um objeto que encapsula métodos Factory.

Builder - Separa a construção de um objeto complexo da sua representação, de forma que o mesmo processo de construção possa criar diferentes representações.

Factory Method - É uma interface para instanciação de objetos que mantém isoladas as classes concretas usadas da requisição da criação destes objetos.

Prototype - O padrão Prototype fornece uma outra maneira de se construir objetos de tipos arbitrários.

Singleton. - Garante que para uma classe específica só possa existir uma única instância, a qual é acessível de forma global e uniforme.

2- Padrões de Estrutura (Structural)

Adapter - Permite que dois objetos se comuniquem mesmo que tenham interfaces incompatíveis.

Bridge - Desacopla a interface da implementação ; Ocultação de detalhes de implementação dos clientes.

Composite - lida com uma estrutura de elementos agrupada hierarquicamente (não como meras coleções).

Decorator - Atribui responsabilidade adicionais a um objeto dinamicamente. O Decorator fornece uma alternativa flexível a subclasses para a extensão da funcionalidade.

Facade - Interface unificada para um subsistema ; Torna o subsistema mais fácil de usar.

Flyweight - Usa compartilhamento para dar suporte a vários objetos de forma eficiente.

Proxy - Fornece um objeto representante ou procurador de outro objeto para controlar o acesso ao mesmo.

3- Padrões de Comportamento (Behavioral)

Chain of Responsability - Evita dependência do remetente(cliente) de uma requisição ao seu destinatário , dando a oportunidade de mais de objeto tratar a requisição.

Command - Associa uma ação a diferentes objetos através de uma interface conhecida.

Interpreter - Usado para ajudar uma aplicação a entender uma declaração de linguagem natural e executar a funcionalidade da declaração.

Iterator - Provê uma forma de percorrermos os elementos de uma coleção sem violar o seu encapsulamento.

Mediator - Cria um objeto que age como um mediador controlando a interação entre um conjunto de objetos.

Memento - Torna possível salvar o estado de um objeto de modo que o mesmo possa ser restaurado.

Observer - Define uma relação de dependência 1:N de forma que quando um certo objeto (assunto) tem seu estado modificado os demais (observadores) são notificados; Possibilita baixo acoplamento entre os objetos observadores e o assunto.

State - Permite objeto alterar seu comportamento quando estado interno muda.

Strategy - Permite que uma família de algoritmos seja utilizada de modo independente e seletivo.

Template Method -Define o esqueleto de um algoritmo em uma operação adiando a definição de alguns passos para a subclasse.

Visitor - Define operações independentes a serem realizadas sobre elementos de uma estrutura.
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